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Abstract. Users of Internet-based services are increasingly concerned
about the trustworthiness of these services (i.e., apps, software, plat-
forms) thus slowing down their adoption. Therefore, successful software
development processes have to address trust concerns from the very
early stages of development using constructive and practical methods
to enable the trustworthiness of software and services. Unfortunately,
even well-established development methodologies do not specifically sup-
port the realization of trustworthy Internet-based services today, and
trustworthiness-oriented practices do not take objective evidences into
account. We propose to use controlled software life-cycle processes for
trustworthy Internet-based services. Development, deployment and op-
erations processes, can be controlled by the collection of trustworthiness
evidences at different stages. This can be achieved by e.g., measuring the
degree of trustworthiness-related properties of the software, and docu-
menting these evidences using digital trustworthiness certificates. This
way, other stakeholders are able to verify the trustworthiness properties
in a later stages, e.g., in the deployment of software on a marketplace,
or the operation of the service at run-time.

Keywords: Trust, Trustworthiness, Software Development Methodol-
ogy, Digital Trustworthiness Certificate, Metrics, Evidences

1 Introduction

The adoption and acceptance of Internet-based services by the end-users are
largely dependent on whether users have trust into these services. [15]. Security
and trustworthiness have become more critical because of a) ubiquity of the
Internet makes it difficult to produce secure software in the first place, b) the

⋆ Authors by alphabetical order. Corresponding author: s.paulus@hs-mannheim.de
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increasing general distrust into the Internet (e.g., related to Snowden’s revela-
tions4). Existing software life-cycle processes and approaches were not able to
successfully address this important requirement. Despite different theoretic (e.g.,
automated proving, data flow analysis techniques etc.) and practical (Common
Criteria [10], Microsoft SDL [25] etc.) approaches, we still often see that software
either is not able to be (or stay) secure, or that it is not used for potential trust
reasons, or both. The authors believe that the current software development and
operations approaches need some improvement in order to successfully address
the complex issue of delivering trustworthy services. The major development
practices towards trustworthiness used today are either too limiting and con-
strained (leading to a very complex and costly process) or too much based on
the individual competences of the people working on the software (where the
quality and trustworthiness of the software/services is difficult to manage). In
case of being too constrained, it would actually impact usage, usability or simple
development efforts negatively. In the other case, with a too ”loose” methodology,
it will be with high probability vulnerable and less aligned with the necessary
goals and elements towards trustworthiness.
Proposal Overview. This paper proposes a new type of approach towards de-
veloping, deploying and operating trustworthy Internet-based services. The basic
idea is to create a trade-off between the formal, constrained approach and the
rather informal, uncontrolled approach. Hence, we aim at a controlled approach,
similar to the introduction of software quality in general, but in our case adjusted
to the requirements of trustworthy software and (Internet-based) services.

A new stiff development process will therefore not be successful at a large
scale (one of the drawbacks of Common Criteria is that it mandates a certain
development model which in practice typically leads to run the development
process twice: 1) for the software, and 2) for the required documentation for
the certification), due to the existing variety and fragmentation of development
practices and methodologies. To introduce some sort of control during the soft-
ware development process, we therefore need to be development process agnostic.
Moreover, since the trustworthiness of software and Internet-based services can
be highly impacted during deployment and operations, the approach must take
the full life-cycle of the software into account.

We introduce measurements and thus evidence collection in different phases
of the software life-cycle, e.g., metric values that express the degree of fulfil-
ment of trustworthiness properties. They allow some sort of prediction of the
to-be-expected trustworthiness properties, and thus to steer and manage de-
velopment activities and correspondingly focus and financial investments to-
wards the trustworthiness goals. The trustworthiness evidences can be applied
to any development process model, and may be used to evaluate the usefulness of
trustworthiness-enabling capability patterns [19] as best practice elements (e.g.,
threat modelling, data flow analysis, user experience design etc.). It is, though,
important that the evidences fulfil a number of conditions so that they can be
successfully used. For details, see section 4. We use the digital trustworthiness

4 See http://www.theguardian.com/us-news/the-nsa-files for an overview
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certificates to express trustworthiness properties in a verifiable manner that also
cater assertions on the observed evidences. This allows to propagate trustwor-
thiness evidences to subsequent phases of the software life-cycle like in software
provisioning, e.g., in a marketplace, the values of the trustworthiness metrics
may serve as input for a decision support system for selecting solutions [5]. To
sum up, any software life-cycle methodology can be enriched by an evidence
approach (identification of trustworthiness qualities, definition of metrics and
measurement procedures, evidence collection and interpretation) to make the
trustworthiness of the developed software manageable and controllable. Quan-
titative and qualitative trustworthiness assertions expressed in digital trustwor-
thiness certificates allow to propagate this control to other parts of the software
life-cycle.

To facilitate the acceptance of proposed approach, a light-weight certification
scheme is developed where, the deployment and operation of an Internet-based
service can receive a certification based on the evidenced and used digital trust-
worthiness certificates. This process is light-weight, since it does not require any
additional development-related activity if our approach is used. The only remain-
ing additional step is a validation of the (quantitative or qualitative) assertions
in the digital trustworthiness certificates by an independent body. To achieve a
fast market adoption, a self-validation may be an option as well.

The remainder of this paper is organized as follows: Section 2 provides a
brief overview on the fundamental concepts and related work with respect to
addressing trustworthiness. In section 3, we propose different categories of de-
velopment methodologies, and in section 4 we describe the elements necessary
for our approach. Section 5 presents our solution in the context of different ap-
plication scenarios. Section 6 concludes the paper and an gives outlook on future
work, including a potential process certification for demonstrating the success-
ful application of the overall approach to a software product or Internet-based
service.

2 Background and Related work

This section summarizes the result of our analysis on existing software develop-
ment methodologies in buliding trustworthiness into software. A brief overview
of development methodologies can be found in our previous work [24]. Although,
it does not specify how these methodologies contribute to the trustworthiness of
the end-product. There, we did not aim on providing solution to extend these
methodologies in enabling trustworthiness.

There are many research contributions towards constructive quality assur-
ance of software systems, proposing guidelines, principles, and methodologies
for developing high-quality software. There are also more generic and well-
established development methodologies that can be tuned into more security-
aware variants, and there are specialized constrained methodologies that are
probably not relevant for most organizations. Sommerville [28] states that reuse-
oriented, or test-driven development can, in principle, result in trustworthy sys-
tems as well, since continuous user feedback, reuse, and early testing can enhance
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software quality and mitigate risks. Eliciting end-user requirement is a key as-
pect of User-Centered Design [29], which can be seen as potential to consider
users trust concerns early in the development. Weigert [32] conclude that model-
driven engineering [26] significantly facilitates the development of trustworthy
software. TOGAF [13] is a comprehensive framework for developing enterprise
architectures (e.g., guidelines, patterns, and techniques) based on stakeholder
requirements.

Some approaches have been standardized and explicitly focus on certain soft-
ware quality attributes, mostly considering security. ISO 27001:2013 [11] consid-
ers certification based on the development and operation of Information Security
Management Systems, and explicitly addresses requirements for secure software
development. Common Criteria (ISO 15408) [9] aims at evaluating and certifying
software systems with regard to security properties, whereas SSE-CMM (ISO
21827) [10] proposes a maturity model for developing secure software, mainly
covering organizational and process aspects. The Building Security In Maturity
Model (BSIMM) [2, 3] initiative also aims at assessing maturity and describing
related activities. Process-independent best practices for developing secure soft-
ware are proposed in [14, 18, 16]. Furthermore, some projects, such as OWASP
[22] or SHIELDS [27, 17], provide methods and tools for detecting, assessing and
mitigating security hazards and risks.

To best of our knowledge, existing development methodologies for trustwor-
thy systems typically focus on robustness, correctness and security functionality,
while there is a need for a broader view of trustworthiness, taking for instance so-
cial and economic aspects into account. Hence, there is potential to enhance and
tailor existing development methodologies so that certain aspects of a holistic
view on trustworthiness are taken into account.

The Trusted Software Methodology (TSM) [1, 4] is the only comprehensive
approach that describes processes and guidance for engineering and assessing
trustworthy software. It covers multiple quality attributes, and focuses on pro-
cesses instead of evaluating development artifacts. TSM provides a set of Trust
Principles, which describe established development practices or process charac-
teristics that enhance software trustworthiness. A development process can be
assessed by means of five different levels of trustworthiness, according to the
conformance to the trust principles. Though the principles constitute general
best practices, however, the methodology is assumed to be applied following
a military standard for software development [4]. In contrast, our focus is on
enhancing a broad spectrum of general software development methodologies in
order to incorporate the consideration of trustworthiness and to evaluate the
practiced process targeting trustworthiness. Yang et al. [33] developed a meta-
model that includes trustworthy products dependent on a trustworthy process.
But their aim is to provide mechanisms to evaluate the trustworthiness of pro-
duced artifact.

An exhaustive overview of development methodologies can be found in [12].
Though Jayaswal and Patton do not specify how these methodologies contribute
to the trustworthiness of the product. It documents their generic characteristics
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and an overview of the historical evolution of different development strategies
and life-cycle models.

3 Constrained and Controlled Development Processes

In order to narrow the scope of discussion, we introduced general categories of
trustworthy software development. Based on the distinction of introduced pro-
cess categories, the well-established development methodologies with respect to
their suitability to enable trustworthiness-by-design can be discussed further.
We may describe three main categories of development as identified, namely:
Uncontrolled: The applications are developed without any special considera-
tions of trustworthiness. This generic approach is very risky regarding the effort
(and costs) required for reconstructing, measuring and documenting the elements
of trustworthiness of the development process.
Controlled: Trustworthiness is considered, measured and managed along all
phases of the development process. It does not necessarily mean that the de-
veloped application is trustworthy (or not) but only that trustworthiness has
thoroughly been considered with a specific attention.
Constrained: The application is developed in a special way, possibly with a spe-
cific language, to assure that the design principles result in verifiable elements
of trustworthiness so that specific trustworthiness properties can be (formally)
demonstrated.
Although they may in principle all lead to trustworthy systems in the end, it is
more likely that this will be the case using a constrained rather than an uncon-
trolled methodology. Nevertheless, with an uncontrolled methodology the goal
would probably not be to create the worlds most trustworthy system, but some-
thing that is trustworthy enough for its purpose. Similarly, it may not be feasible
to apply a constrained methodology to all development projects. The point is
that in general we need to make informed decisions on which ”trustworthiness-
by-design” steps we choose and apply them based on the characteristics of the
methodology at hand.

A number of standards and other activities that address security in the soft-
ware development process fall into the controlled methodologies category. Se-
curity is, in that sense, primarily a set of quality requirements that need to be
specified in the first place, and assured along the completely remaining develop-
ment and operations activities. As such, addressing trustworthiness within the
development life-cycle could very much benefit from the activities that are meant
to address security since they in general en- compass practices for the assurance
of specific (security) properties. There has been little attention, though, in con-
sidering the measurably of security-related properties. Some works, e.g., [22, 21],
have target process enhancements that target security to build a ’secure’ soft-
ware system, describe their measurably capabilities and identify corresponding
innovation potential, specifically towards extending security to trustworthiness.

We may consider two distinct applications designed to fulfil a particular
task, one application developed in an ad-hoc manner, not following any kind of
development methodology, and another one developed using a carefully studied
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development process and extensively tested (as in [21]). Trustworthiness metrics
should allow comparing both applications and give solid evidence as to which of
both is ”more trustworthy”, disregarding the method used to develop each one
respectively. We argue that a user should justifiably distrust the first one much
more than he should distrust the second one. This trustworthiness is based on the
idea that, although we cannot know how trustworthy each application really is
beforehand, we do know that the second one could at least have followed a better
development process, which in turn is known to help avoiding vulnerabilities.
Thus, we can say that the trustworthiness of applications (taking development
methodology itself as evidence) is dependent on the development process and
methodology and it can make the user confident to some extent.

We will extend this approach in this paper by not taking a specific develop-
ment practice into account, but rather concentrate on the metrics of trustworthi-
ness properties as used in the comparative example above so that in principle any
development process can be used in a controllable way. Thus, using trustworthi-
ness metrics, we can render an arbitrary development process into a controlled
one (whereas, of course, for improving the metric values, additional practices or
capability patterns may be employed).

4 From Trustworthiness Qualities to Evidences and
Certificates

Assessing a software development process to identify its intrinsic qualities gen-
erally is a non-trivial task. An assessment methodology must take into account
multiple aspects and factors at the same time, from human interactions to the
artefacts produced. Therefore, analysing a software development process requires
to answer to two important questions: a) which aspects must be considered and
b) with which criteria (e.g., metrics) such aspects must be analysed. Starting
from the complexity of the problem, established and recognised software mea-
surement approaches and among them notably GQM [30] propose to address
both questions at the same time, in order to produce meaningful analysis. Syn-
thesising roughly, the GQM approach is composed by two processes: a top-down
refinement of Goals into Questions and then into Metrics, and a bottom-up in-
terpretation of the collected data. The definition of metrics is particularly impor-
tant: choosing scientifically sound and acknowledged metrics permits to obtain
results that are easier to understand and compare with other similar initiatives.
In particular, when these conditions are met, the results of the measurement
process become objective elements whose interpretation in the bottom-up phase
of GQM may lead to meaningful interpretations. Moreover, such objective ele-
ments demonstrate the soundness of claims made on the qualities of a software
process; when this happens, these elements become evidences i.e., elements able
to provide assurance about a specific quality. This concept is used in certification,
where it is the cornerstone for supporting certificate claims.
Trustworthiness Metrics for Controlled Software Development. Soft-
ware metrics have a long tradition in software quality, first practical applications
date back to the 1980s (e.g. [8]). There are basically two approaches dealing with
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metrics: bottom-up (use what you can measure) and top-down (try to measure
what you think is valuable). One probably can say that the more mature a
software development area is, the better the two converge. With respect to se-
curity and trust, unfortunately, there are a number of bottom-up metrics, that
often do not match corresponding bottom-down approaches. A typical example
is the area of hacker-proofness: whereas one would like to measure observations
that express the security against hacks, most available bottom-up metrics give
information about attack vectors, attack surfaces, successful attacks etc.

Therefore we decided to follow a top-down approach as proposed by [30]
with the GQM methodology to develop metrics. Since subsequently we want to
meaningfully aggregate metric values, a number of additional requirements are
necessary.

First of all, we assume that all values will be percentage numbers, or alterna-
tively numbers between 0 and 1, similarly to probabilities or assurance factors.
The higher the number, the more the aspect/attribute in question should con-
tribute tot he trustworthiness. This way, we will be able to compare values and
to perform a number of useful computations. This is a design principle for all
top-down metrics, but also needs to apply for all bottom-up metrics that may
be considered later on. If we want to use different qualitative levels like ”low”,
”medium” and ”high”, then there must be a mapping of the qualitative levels
to percentage values (reference value = 100, real value = 0, 25, 50, 75 or 100
say for a 4-level qualitative metric (which we think should be avoided as far as
possible).

The aggregation of metrics to attribute values is done by computing a weighted
sum of the metrics that are considered to belong the the attribute. The weight
may be interpreted as an importance of the aspect measured in view of the trust-
worthiness attribute in question, for example when measuring the percentage of
function calls that are protected by authorization checks, how much this mea-
surement should be considered to contribute to the “security” attribute.
We have developed significant number of metrics (more than 100 available in a
online tool5), that may serve as a basis for future use in the context of the con-
trolled software development approach. The online tool on the metrics discusses
how they could be used programmatically as well as for a theoretical discussion
[20].

Evidences and Assertions. An Evidence can be expressed as a proof of a
claim that a specific quality can be associated to an Asset (i.e. a software or one
of its parts). For instance, evidences can be derived from the calculation of spe-
cific metrics like software metrics computable on a software artefact (e.g. lines
of code, McCabes cyclomatic complexity or others [7]), process or behavioural
metrics. However, this definition can also comprise evidences coming from ex-
isting certification schemes: in Common Criteria, for example, evidences that
evaluators gather are defined as “anything” that can prove the compliance with
a mandatory CC requirement or the respect of a criterion: they generally con-

5 http://optet.atc.gr/metrictoolwiki/en/StartingPoints
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sist of documents, interviews as well as statements made by evaluators on their
assessment.

Digital Trustworthiness Certificates. Certificates are means to cater assur-
ance to third-parties that trust the certification body. However, certificates are
not always descriptive [31], i.e., they not disclose full information about collected
evidences and their collection process. The Digital Trustworthiness Certificate
concept (DTWC) [6] permits to describe precisely evidences and their interpreta-
tion to support claims on trustworthiness qualities of a software. Such evidences
may be product or process metrics, anyway compliant with the definition previ-
ously proposed.

The DTWC is a digital artefact that is machine-readable and -understandable,
in contrast with traditional certificates that are documents often written in legal
terms. It aims at representing claims on the trustworthiness qualities of a soft-
ware, where trustworthiness is defined as “the objective performance evaluation
of the relevant set of quality attributes, based on the evidence from observed
system behaviour” [23]. It is based on a Linked Data vocabulary and it is com-
posed by four main parts: system description, trustworthiness problem defini-
tion, trustworthiness property specification and evidences (Fig. 1). The system
description is scalable in granularity (from methods, libraries and modules up to
the whole architecture) and allows for including references to other DTWCs in
order to depict exhaustively a software system; the problem definition captures
the threats for software qualities that have been considering for a software during
its design, development process and runtime execution, similarly to what ISO
27000 proposes for threat modelling. The property specification expresses claims
about the qualities of the software (or its specific parts), while the evidence sec-
tion supports such claims with objective elements. The DTWC is descriptive as
it permits a full disclosure of the elements of confidence for a software prod-
uct or its development process. More details on DTWC can be found at [6]. It

Fig. 1. A schematic representation of DTWC main components

is possible, therefore, to create a conceptual link among the qualities that are
observable in controlled development methodologies and the possibility to rep-
resent them in details through descriptive certificates and in particular through
DTWC. Metrics identification and measures are captured as DTWC evidences,
that have an explicit link to claims on software/process qualities (the trustwor-
thiness properties) associated to a software or its parts (assets).
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5 Use Cases for Lightweight Certificate based on
Trustworthiness Metrics

It is possible to use DTWC, exploiting their machine-intelligibility, in differ-
ent use cases: be them automatic or human-oriented. For the former case, one
can think to DTWC as meta-data providers in software/service discovery or for
Linked Data operations. The latter case requires to present DTWC content in
a manner that is: i) easily recognizable (ideally visually), ii) simple enough to
address properties or objectives that can be grasped intuitively, iii) allows a drill
down to look up detailed information that specifies that the certificate actually
means in detail and iv) that is used in an intelligent way to support users in
selecting applications based on their requirements.

The characteristics of DTWC, as seen in Section 4, permits fulfiling all the
mentioned requirements. The hierarchical structure of DTWC and its system de-
scription permits to describe a software system and its components, their claims
and evidences at different granularities, so that for example different software
can be analysed selecting a comparable and objective basis. It also permits a hi-
erarchical visualization of the certificate with ”zoom-in” to lower levels of detail
about the evidences.
The “zoom-in” functionality is helping in the following manner: users can eas-
ily perceive the trustworthiness property or objective that is “guaranteed” by
the certificate, and optionally, e.g. for experts, to dive into the more detailed
description levels. Manufacturers can target one specific, or, if necessary, a set
of attributes and/or objectives to get certified. Developers can stay with their
own development model, they may need to provide some transparency on their
practices to improve measurement results over time if demanded by the mar-
ket. Finally, regulators can observe the market evolution, and mandate specific
properties if considered necessary, without changing the technical means.

A key success factor is the technical separation of the visualization of the
certificate on one side, and of the information complexity that is contained in a
certificate. must be different levels of information related to the certified prop-
erty/objective in question. We currently envisage three levels of information: i)
a visual component that can be displayed using graphical means (like the “TV
sticker”), ii) a high level descriptive format that uses the metric(s) in question,
showing the names and values of the metric and iii) a low level descriptive for-
mat, that explains the computation, meaning and possible interpretations of the
metric in view of the property/properties in question. This information is NOT
specific to a software component, and could be retrieved via URI(s) from e.g.,
the metrics online service.

6 Conclusion and Future Work

In This paper, a new way of demonstrating trustworthiness of software and
Internet-based services is described based on individual evidences, either quan-
titatively using trustworthiness metrics or other types of qualitative evidences.
We have applied this research in limited use cases and we can demonstrate their



10 Di Cerbo et al.

usefulness. The major work that still needs to be done is to perform feasibil-
ity studies by applying trustworthiness metrics to larger real life examples and
correspondingly improving the metrics over time.

Furthermore, an evaluation and certification process shall be developed to
actually implement the independent validation of the certificates. To support an
open market development, that process shall be as open as possible. Therefore,
the concept of the certification process should allow different approaches in the
following dimensions:
- Using different certification authorities (these being, in the language of certifi-
cation processes according to ISO 17021, the certification bodies, as well as the
owners of the technical “CA” in PKI terms), allowing from self-signed certifi-
cates, industrial certification bodies up to nation-level certification authorities/-
bodies if deemed necessary.
- Using different evaluation laboratories, that perform the actual assessment /
verification of the metrics values, allowing from the manufacturers’ own quality
assurance department, industrially driven standards organizations up to special-
ized accredited evaluation labs.
- Using different scopes and context conditions, as well as choice of metrics (and
so evidences), allowing to adapt to different business and maybe also consumer
scenarios, in different verticals with different success factors and requirements
for trustworthy software or services.
One important question that needs to be specified in a first application of this
scenario is the reliability of the overall process. In a first implementation, we
would recommend to stick to ISO 17021 and to apply software quality mea-
surement techniques as described in ISO 25021ff., thereby hoping to benefit
from the existing infrastructure for accreditation and certification that has been
established and has proven to be successful in the market, e.g. for quality man-
agement systems, information security management systems, and even Common
Criteria certification schemes.

Some success factors still apply, and therefore the results of this analysis
rely on a number of assumptions. Further work is needed to define a common
taxonomy (specifically, relating properties, attributes, the high-level content of
certificates, the description and interpretation of metrics, and so on). To support
the adoption of this approach, there is a need to come up with simple scenar-
ios and implementations of the certification process and even the certificates.
Correspondingly, further work is needed to specify templates for certificates for
some exemplary scenarios that are easy to grasp (e.g. ‘’hacker-proof” by pro-
viding a 100% metric value on the input validation and output sanitization of
all interfaces). It is furthermore important to avoid different interpretations of
the different information detail ‘’levels” within a certificate between different
stakeholders and/or verticals or more generically groups. Therefore, in contrast
to the flexibility of the model in terms of objectives measured, or certification
reliability, the different ‘’levels of taxonomy” (we currently suggest three levels,
as described above) must be fixed from the start.
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